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Introduction to Angular Dependency Injection

The Angular dependency injection is now the core part of the [Angular](https://www.tektutorialshub.com/angular-tutorial/). It allows us to inject dependencies into the [Component](https://www.tektutorialshub.com/angular/angular-component/), [Directives](https://www.tektutorialshub.com/angular/angular-directives/), [Pipes](https://www.tektutorialshub.com/angular/angular-pipes/), or [Services](https://www.tektutorialshub.com/angular/angular-services/).

**Dependency Injection (DI) is a technique in which a class receives its dependencies from external sources rather than creating them itself**.

## Benefits of Dependency Injection

### loosely coupled

Component is loosely coupled to the Service. It does not know how to create the Service.  Actually, it does not know anything about the Service. It just works with the Service passed onto it. You can pass any Service. The Component does not care.

### Easier to Test

Component is now easier to Test. Our Component is not dependent on a particular implementation of Service anymore. It will work with any implementation of Service that is passed on to it. You can just create a mockService Class and pass it while testing.

### Reusing the Component

Reusing of the component is becomes easier. Our Component will now work with any Service as long as the interface is honored.

Dependency injection pattern makes our Component testable, maintainable, etc.

## Angular Dependency Injection Framework

Angular Dependency Injection framework implements the Dependency Injection in Angular. It creates & maintains the Dependencies and injects them into the Components, Directives, or Services.

There are five main players in the Angular Dependency injection Framework.

### Consumer

The Consumer is the class (Component, Directive, or Service) that needs the Dependency.

### Dependency

The [Service](https://www.tektutorialshub.com/angular/angular-services/) that we want to in our consumer.

### Injection Token (DI Token)

The [Injection Token](https://www.tektutorialshub.com/angular/injection-token-in-angular/) (DI Token) uniquely identifies a Dependency. We use [DI Token](https://www.tektutorialshub.com/angular/injection-token-in-angular/) when we register dependency

What is Provided

How it is Provided

### Provider

The [Providers](https://www.tektutorialshub.com/angular/angular-providers/) Maintain the list of Dependencies along with their [Injection Token](https://www.tektutorialshub.com/angular/injection-token-in-angular/). It uses the Injection Token is to identify the Dependency.

### Injector

[Injector](https://www.tektutorialshub.com/angular/angular-injector-injectable-inject/) holds the [*Providers*](https://www.tektutorialshub.com/angular/angular-providers/) and is responsible for resolving the dependencies and injecting the instance of the Dependency to the Consumer

The [Injector](https://www.tektutorialshub.com/angular/angular-injector-injectable-inject/) uses Injection Token to search for Dependency in the [Providers](https://www.tektutorialshub.com/angular/angular-providers/). It then creates an instance of the dependency and injects it into the consumer

# Angular Providers: useClass, useValue, useFactory & useExisting

Angular Providers allows us to register classes, functions, or values (dependencies) with the [Angular Dependency Injection system](https://www.tektutorialshub.com/angular/angular-dependency-injection/). The Providers are registered using the **token**. The tokens are used to locate the provider. We can create three types of the token. Type Token, string token & Injection Token. The Provider also tells the [Angular Injector](https://www.tektutorialshub.com/angular/angular-injector-injectable-inject/) how to create the instance of dependency. There are four ways by which you can create the dependency: They are Class Provider (useClass), Value Provider (useValue ), Factory Provider ( useFactory ), and Aliased Class Provider ( useExisting).

## What are Angular Providers

The **Angular Provider** is an instruction (or recipe) that describes how an object for a certain token is created. The **Angular Providers** is an array of such instructions (Provider). Each provider is uniquely identified by a **token** (or DI  Token ) in the Providers Array.

We register the services participating in the [dependency injections](https://www.tektutorialshub.com/angular/angular-dependency-injection/) in the Providers metadata. There are two ways by which we can do it.

1. Register directly in the Providers array of the @NgModule or @Component or in @Directive.
2. Or use the providedIn property of the @[Injectable](https://www.tektutorialshub.com/angular/angular-injector-injectable-inject/) decorator.

The Angular creates an [Injector](https://www.tektutorialshub.com/angular/angular-injector-injectable-inject/) for each component/directive it creates. It also creates a root-level injector, which has the app-level scope. It also creates a Module level Injector for [Lazy Loaded Modules](https://www.tektutorialshub.com/angular/angular-lazy-loading/).

The [Angular Components](https://www.tektutorialshub.com/angular/angular-component/) or [Angular Services](https://www.tektutorialshub.com/angular/angular-services/) declare the dependencies they need in their constructor. The [Injector](https://www.tektutorialshub.com/angular/angular-injector-injectable-inject/) reads the dependencies and looks for the provider in the providers array using the Token. It then instantiates the dependency using the instructions provided by the provider. The Injector then injects the instance of the dependency into the Components/Services.

## Configuring the Angular Provider

To Provide an instance of the dependency, we need to register it in the Providers metadata

In our last tutorial on [Angular Dependency injection](https://www.tektutorialshub.com/angular/angular-dependency-injection/), we registered our ProductService using the Providers arrays as shown below in the @NgModule

|  |  |
| --- | --- |
| 1  2  3 | providers: [ProductService] |

The above is an actual shorthand notation for the following syntax

|  |  |
| --- | --- |
| 1  2  3 | providers :[{ provide: ProductService, useClass: ProductService }] |

The above syntax has two properties.

### Provide

The first property is Provide holds the [**Token or DI Token**](https://www.tektutorialshub.com/angular/injection-token-in-angular/). The Injector uses the token to locate the provider in the Providers array. The Token can be either a type, a string or an instance of [InjectionToken](https://www.tektutorialshub.com/angular/injection-token-in-angular/).

### Provider

The second property is the Provider definition object. It tells Angular how to create the instance of the dependency. The Angular can create the instance of the dependency in four different ways. It can create a dependency from the existing service class (useClass). It can inject a value, array, or object (useValue). It can use a factory function, which returns the instance of service class or value (useFactory). It can return the instance from an already existing token (useExisting).

![Angular Provider](data:image/png;base64,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)

## DI Token

The Injector maintains an **internal collection of token-provider** in the Providers array. The token acts as a key to that collection & Injector use that Token (key) to locate the Provider.

The [DI Token](https://www.tektutorialshub.com/angular/injection-token-in-angular/) can be either type, a string or an instance of InjectionToken.

### Type Token

Here the type being injected is used as the token.

For Example, we would like to inject the instance of the ProductService, we will use the ProducService as the token as shown below

|  |  |
| --- | --- |
| 1  2  3 | providers :[{ provide: ProductService, useClass: ProductService }] |

The ProductService is then injected to the component by using the following code.

|  |  |
| --- | --- |
| 1  2  3  4  5 | class ProductComponent {    constructor(private productService : ProductService ) {}  } |

You can keep the same token (ProductService) and change the class to another implementation of the Product service. For Example in the following code, we change it to BetterProductService.

|  |  |
| --- | --- |
| 1  2  3  4 | providers: [      { provide: ProductService, useClass: BetterProductService }, |

Angular does not complain if we use the token again. In the following example token ProductService used twice. In such a situation last to register wins (BetterProductService).

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | providers: [      { provide: ProductService, useClass: ProductService },      { provide: ProductService, useClass: BetterProductService }    ] |

Please refer to the following URL for more information:

[Angular Providers: useClass, useValue, useFactory & useExisting - TekTutorialsHub](https://www.tektutorialshub.com/angular/angular-providers/)

## **What is Service and why do we use it?**

* A service in Angular is a class which contains some functionality that can be reused across the application. A service is a singleton object. Angular services are a mechanism of abstracting shared code and functionality throughout the application.
* Angular Services come as objects which are wired together using dependency injection.
* Angular provides a few inbuilt services. We can also create custom services.

## **Why Services?**

* Services can be used to share the code across components of an application.
* Services can be used to make HTTP requests.

## **Creating a Service**

Create a service class using the following command.

1. ng generate service Article

The above command will create a service class (article.service.ts) as shown below.

1. **import** { Injectable } from '@angular/core';
3. @Injectable({
4. providedIn: 'root'
5. })
6. **export** **class** ArticleService {
8. constructor() { }
9. }

@Injectable() decorator makes the class injectable into application components.![https://www.c-sharpcorner.com/CuteSoft_Client/CuteEditor/Images/emidea.gif](data:image/gif;base64,R0lGODlhEwATAPcAAAAAAIAAAACAAICAAAAAgIAAgACAgICAgMDcwKbK8Co/qio//ypfACpfVSpfqipf/yp/ACp/VSp/qip//yqfACqfVSqfqiqf/yq/ACq/VSq/qiq//yrfACrfVSrfqirf/yr/ACr/VSr/qir//1UAAFUAVVUAqlUA/1UfAFUfVVUfqlUf/1U/AFU/VVU/qlU//1VfAFVfVVVfqlVf/1V/AFV/VVV/qlV//1WfAFWfVVWfqlWf/1W/AFW/VVW/qlW//1XfAFXfVVXfqlXf/1X/AFX/VVX/qlX//38AAH8AVX8Aqn8A/38fAH8fVX8fqn8f/38/AH8/VX8/qn8//39fAH9fVX9fqn9f/39/AH9/VX9/qn9//3+fAH+fVX+fqn+f/3+/AH+/VX+/qn+//3/fAH/fVX/fqn/f/3//AH//VX//qn///6oAAKoAVaoAqqoA/6ofAKofVaofqqof/6o/AKo/Vao/qqo//6pfAKpfVapfqqpf/6p/AKp/Vap/qqp//6qfAKqfVaqfqqqf/6q/AKq/Vaq/qqq//6rfAKrfVarfqqrf/6r/AKr/Var/qqr//9QAANQAVdQAqtQA/9QfANQfVdQfqtQf/9Q/ANQ/VdQ/qtQ//9RfANRfVdRfqtRf/9R/ANR/VdR/qtR//9SfANSfVdSfqtSf/9S/ANS/VdS/qtS//9TfANTfVdTfqtTf/9T/ANT/VdT/qtT///8AVf8Aqv8fAP8fVf8fqv8f//8/AP8/Vf8/qv8///9fAP9fVf9fqv9f//9/AP9/Vf9/qv9///+fAP+fVf+fqv+f//+/AP+/Vf+/qv+////fAP/fVf/fqv/f////Vf//qszM///M/zP//2b//5n//8z//wB/AAB/VQB/qgB//wCfAACfVQCfqgCf/wC/AAC/VQC/qgC//wDfAADfVQDfqgDf/wD/VQD/qioAACoAVSoAqioA/yofACofVSofqiof/yo/ACo/Vf/78KCgpICAgP8AAAD/AP//AAAA//8A/wD//////yH5BAEAAP8ALAAAAAATABMAAAjdAPkg+EeQoKqDAwsS5PNPVZ6EDVWlSlVKkMI+qgYiePUPgSpo9qaJTGUqob2NBT3aC/lMGrRpqfpEs0eQpsGX0FyKFHmQo8KG01qKDCnSVSmIfRgGyvly2sqVRgXZS4oAgT1BOp0+taeqoj2fBktNk6a1pqo+hv7ZLNjn2TSQK/+5qiIIokIEfVLttBeoyj27PxEcEDutD10E0X7+YxhWpN+B9gaoYpsxsaAYBw7EEOTzLGR71BLeu5fgXgtDa6sWXHvPSwLNaRUrvpe5QQuLsn/ayxzjb27ZVQEXDAgAOw==)

## **Providing a Service**

Services can be provided in an Angular applications in any of the following ways:

The first way  to register service is to specify providedIn property using @Injectable decorator. This property is added by default when you generate a service using Angular CLI.

1. **import** { Injectable } from '@angular/core';
3. @Injectable({
4. providedIn: 'root'
5. })
6. **export** **class** ArticleService {
8. constructor() { }
9. }

Line 4: providedIn property registers articleService at the root level (app module).

When the ArticleService is provided at the root level, Angular creates a singleton instance of the service class and injects the same instance into any class that uses this service class. In addition, Angular also optimizes the application if registered through providedIn property by removing the service class if none of the components use it.

There is also a way to limit the scope of the service class by registering it in the providers' property inside @Component decorator. Providers in component decorator and module decorator are independent. Providing a service class inside component creates a separate instance for that component and its nested components.

Add the below code in app.components.ts,

1. **import** { Component } from '@angular/core';
2. **import** { ArticleService } from './article.service';
3. @Component({
4. selector: 'app-root',
5. templateUrl: './app.component.html',
6. styleUrls: ['./app.component.css'],
7. providers : [ArticleService]
8. })
9. **export** **class** AppComponent {
10. title = 'FormsProject';
11. }

Services can also be provided across the application by registering it using providers property in @Ngmodule decorator of any module.

1. **import** { BrowserModule } from '@angular/platform-browser';
2. **import** { NgModule } from '@angular/core';
3. **import** { ReactiveFormsModule } from '@angular/forms';
4. **import** { AppRoutingModule } from './app-routing.module';
5. **import** { AppComponent } from './app.component';
6. **import** {Form, FormsModule} from '@angular/forms';
7. **import** { ArticleFormComponent } from './article-form/article-form.component';
8. **import** { RegistrationFormComponent } from './registration-form/registration-form.component';
9. **import** { ArticleService } from './article.service';
10. @NgModule({
11. declarations: [
12. AppComponent,
13. ArticleFormComponent,
14. RegistrationFormComponent
15. ],
16. imports: [
17. BrowserModule,
18. AppRoutingModule,
19. FormsModule,
20. ReactiveFormsModule
21. ],
22. providers: [ArticleService],
23. bootstrap: [AppComponent]
24. })
25. **export** **class** AppModule { }

Line 22: When the service class is added in the providers property of the root module, all the directives and components will have access to the same instance of the service.

## **Injecting a Service**

The only way to inject a service into a component/directive or any other class is through a constructor. Add a constructor in a component class with service class as an argument as shown below,

Here, ArticleService will be injected into the component through constructor injection by the framework. ![https://www.c-sharpcorner.com/CuteSoft_Client/CuteEditor/Images/emidea.gif](data:image/gif;base64,R0lGODlhEwATAPcAAAAAAIAAAACAAICAAAAAgIAAgACAgICAgMDcwKbK8Co/qio//ypfACpfVSpfqipf/yp/ACp/VSp/qip//yqfACqfVSqfqiqf/yq/ACq/VSq/qiq//yrfACrfVSrfqirf/yr/ACr/VSr/qir//1UAAFUAVVUAqlUA/1UfAFUfVVUfqlUf/1U/AFU/VVU/qlU//1VfAFVfVVVfqlVf/1V/AFV/VVV/qlV//1WfAFWfVVWfqlWf/1W/AFW/VVW/qlW//1XfAFXfVVXfqlXf/1X/AFX/VVX/qlX//38AAH8AVX8Aqn8A/38fAH8fVX8fqn8f/38/AH8/VX8/qn8//39fAH9fVX9fqn9f/39/AH9/VX9/qn9//3+fAH+fVX+fqn+f/3+/AH+/VX+/qn+//3/fAH/fVX/fqn/f/3//AH//VX//qn///6oAAKoAVaoAqqoA/6ofAKofVaofqqof/6o/AKo/Vao/qqo//6pfAKpfVapfqqpf/6p/AKp/Vap/qqp//6qfAKqfVaqfqqqf/6q/AKq/Vaq/qqq//6rfAKrfVarfqqrf/6r/AKr/Var/qqr//9QAANQAVdQAqtQA/9QfANQfVdQfqtQf/9Q/ANQ/VdQ/qtQ//9RfANRfVdRfqtRf/9R/ANR/VdR/qtR//9SfANSfVdSfqtSf/9S/ANS/VdS/qtS//9TfANTfVdTfqtTf/9T/ANT/VdT/qtT///8AVf8Aqv8fAP8fVf8fqv8f//8/AP8/Vf8/qv8///9fAP9fVf9fqv9f//9/AP9/Vf9/qv9///+fAP+fVf+fqv+f//+/AP+/Vf+/qv+////fAP/fVf/fqv/f////Vf//qszM///M/zP//2b//5n//8z//wB/AAB/VQB/qgB//wCfAACfVQCfqgCf/wC/AAC/VQC/qgC//wDfAADfVQDfqgDf/wD/VQD/qioAACoAVSoAqioA/yofACofVSofqiof/yo/ACo/Vf/78KCgpICAgP8AAAD/AP//AAAA//8A/wD//////yH5BAEAAP8ALAAAAAATABMAAAjdAPkg+EeQoKqDAwsS5PNPVZ6EDVWlSlVKkMI+qgYiePUPgSpo9qaJTGUqob2NBT3aC/lMGrRpqfpEs0eQpsGX0FyKFHmQo8KG01qKDCnSVSmIfRgGyvly2sqVRgXZS4oAgT1BOp0+taeqoj2fBktNk6a1pqo+hv7ZLNjn2TSQK/+5qiIIokIEfVLttBeoyj27PxEcEDutD10E0X7+YxhWpN+B9gaoYpsxsaAYBw7EEOTzLGR71BLeu5fgXgtDa6sWXHvPSwLNaRUrvpe5QQuLsn/ayxzjb27ZVQEXDAgAOw==)

1. **import** { Component } from '@angular/core';
2. **import** { ArticleService } from './article.service';
3. @Component({
4. selector: 'app-root',
5. templateUrl: './app.component.html',
6. styleUrls: ['./app.component.css'],
7. providers : [ArticleService]
8. })
9. **export** **class** AppComponent {
10. title = 'FormsProject';
12. constructor(**private** articleService: ArticleService){ }
13. }

**Injecting Service in a Non-Root Module (in Module other than App.Module):**

**import { Injectable } from '@angular/core';**

**import { UserModule } from './user.module';**

**@Injectable({**

**providedIn: UserModule,**

**})**

**export class UserService {**

**}**

**import { NgModule } from '@angular/core';**

**import { UserService } from './user.service';**

**@NgModule({**

**providers: [UserService],**

**})**

**export class UserModule {**

**}**

**Problem Statement**

Create an Article Component which fetches article details like id, name and displays them on the page in a list format. Store the article details in an array and fetch the data using a custom service.

## **Demosteps**

Create ArticleComponent by using the following CLI command

1. ng generate component Article

Create a file with name Article.ts under book folder and add the following code.

1. **export** **class** Article {
2. id: number;
3. name: string;
4. }

Create a file with name Article-data.ts under book folder and add the following code.

1. **import** {Article} from './Article';
2. **export** **var** ARTICLES: Article[] = [
3. { "id": 1, "name": "Angular Basic" },
4. { "id": 2, "name": "Template in Angular" },
5. { "id": 3, "name": "Nested component" },
6. { "id": 4, "name": "Reactive component" },
7. { "id": 5, "name": "Change detection technique" }
8. ];

Create a service called ArticleService under book folder using the following CLI command,

1. ng generate service Article

Add the following code in **a**rticle.service.ts

1. **import** { Injectable } from '@angular/core';
2. **import** {ARTICLES} from './Article-data';
3. **import** {Article} from './Article';
5. @Injectable({
6. providedIn: 'root'
7. })
8. **export** **class** ArticleService {
10. getArticles ()
11. {
12. **return** ARTICLES;
13. }
14. }

Add the following code in article.component.ts file

1. **import** { Component, OnInit } from '@angular/core';
2. **import** {ArticleService} from './article.service';
3. **import** { Article } from './Article';
4. @Component({
5. selector: 'app-article',
6. templateUrl: './article.component.html',
7. styleUrls: ['./article.component.css']
8. })
9. **export** **class** ArticleComponent **implements** OnInit {
10. articles : Article[];
12. constructor(**private** articelService : ArticleService) { }
13. getArticles()
14. {
15. **this**.articles=**this**.articelService.getArticles()
16. }
17. ngOnInit() {
18. **this**.getArticles()
19. }
20. }

Write the below-given code in article.component.html

1. <h2>My Articles</h2>
2. <ul **class**="Articles">
3. <li \*ngFor="let article of Articles">
4. <span **class**="badge">{{article.id}}</span> {{article.name}}
5. </li>
6. </ul>

Add the following code in article.component.css which has styles for books.

1. .Articles {
2. margin: 0 0 2em 0;
3. list-style-type: none;
4. padding: 0;
5. width: 15em;
6. }
7. .Articles li {
8. cursor: pointer;
9. position: relative;
10. left: 0;
11. background-color: #EEE;
12. margin: .5em;
13. padding: .3em 0;
14. height: 1.6em;
15. border-radius: 4px;
16. }
17. .Articles li:hover {
18. color: #607D8B;
19. background-color: #DDD;
20. left: .1em;
21. }
22. .Articles .badge {
23. display: inline-block;
24. font-size: small;
25. color: white;
26. padding: 0.8em 0.7em 0 0.7em;
27. background-color: #607D8B;
28. line-height: 1em;
29. position: relative;
30. left: -1px;
31. top: -4px;
32. height: 1.8em;
33. margin-right: .8em;
34. border-radius: 4px 0 0 4px;
35. }

Add the following code in app.component.html.

1. <app-article></app-article>

Save the files and check the output in the browser,
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Please refer the following URL for For useClass, useExisting, useValue and useFactory:

[Angular Providers Example (concretepage.com)](https://www.concretepage.com/angular-2/angular-2-4-providers-example)